# A3-20171-DBS301

# DUE week 12 Friday before MIDNIGHT

**Extended deadline:** for those who need it ……

THURSDAY Week 13 April 13, 2017 – no penalty if you take the extension

After midnight April 13 you will be really unlucky -- the value of the assignment is zero

➔ meaning you lost 7%

**DANGER: There is a test in week 13. Doing the assignment late or getting a lot of help from someone without being able to understand it yourself will cause problems on the test.**

1 Change the name of this file to a3-YourEmailid ←← must be done

Mail it back as a WORD attachment and ➔➔ NOT a PDF or image or ONEDRIVE or ….. etc

2 In the subject line of the email put the file name from #1 above.

3 You can do this in groups, but remember if you don't do the work and the other members do it, you will likely fail the test and quite possibly the exam.

4 As a group member you are saying that you participated fairly as part of a group of and that you understand everything that was submitted.

Good luck

List all members if any in your group.

M.Saeed Mohiti                                               #116236159

Adriel Arce De La Cruz       #106336167

Saif Husain Khan       #125444158

Manali Amin       #119679157

Digvijaysingh Makwana       #101918167

Alejandro Mesa Suarez #038515151

1 CREATE TABLES Question

**DIVISION**

|  |  |  |
| --- | --- | --- |
| **Column Name** | DIVISION\_ID | DIVISION\_NAME |
| **Key Type** | **PK** |  |
| **Null/Unique** |  | **NN, U** |
| **FK Table** |  |  |
| **FK Column** |  |  |
| **Validation** |  |  |
| **Datatype** | **NUMBER** | **VARCHAR** |
| **Length** | **3** | **25** |
| **Sample data** |  |  |
|  | **10** | **East Coast** |
|  | **20** | **Quebec** |
|  | **30** | **Ontario** |

**WAREHOUSE**

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| **Column Name** | WAREHOUSE\_ID | CITY | RATING | FOUND\_DATE | DIVISION\_ID |
| **Key Type** | **PK** |  | **CK** |  | **FK** |
| **Null/Unique** |  | **NN, U** |  | **NN** | **NN** |
| **FK Table** |  |  |  |  | **DIVISION** |
| **FK Column** |  |  |  |  | **DIVISION\_ID** |
| **Validation** |  |  | **A, B, C, D** |  |  |
| **Datatype** | **NUMBER** | **VARCHAR** | **CHAR** | **DATE** | **NUMBER** |
| **Length** | **3** | **15** | **1** |  | **3** |
| **Sample Data** | **1** | **Montreal** | **A** | **Current date** | **10** |
|  | **7** | **Fredericton** | **B** | **Current date** | **10** |
|  | **10** | **Toronto** | **A** | **Current date** | **30** |

**SECTION**

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Column Name** | WAREHOUSE\_ID | SECTION\_ID | DESCRIPTION | CAPACITY |
| **Key Type** | **PK, FK** | **PK** |  |  |
| **Null/Unique** |  |  | **NN** |  |
| **FK Table** | **WAREHOUSE** |  |  |  |
| **FK Column** | **WAREHOUSE\_ID** |  |  |  |
| **Datatype** | **NUMBER** | **NUMBER** | **VARCHAR** | **NUMBER**  Sample data to insert |
| **Length** | **3** | **2** | **50** | **8** |
| **Sample data** | **1** | **1** | **Whse 1 Floor 1** | **2000** |
|  | **1** | **2** | **Whse 1 Floor 2** | **500** |
|  | **7** | **1** | **Whse 7 Floor 1** | **15000** |

1 (10 marks) Write the required SQL statements to create tables WAREHOUSE, DIVISION and SECTION.

Follow these general rules in the process:

A. Create all CHECK (incl. NOT NULL) and UNIQUE as column level constraints

Constraint names needed for CHECK constraints. The other constraints (NN and UK) do not need a name.

B. Create all PK and FK constraints at the table level and give them proper names.

PUT ANSWERS starting here

**CREATE TABLE DIVISION(**

**DIVISION\_ID NUMBER(3),**

**DIVISION\_NAME VARCHAR(25) NOT NULL UNIQUE,**

**CONSTRAINT PK\_DIVISION**

**PRIMARY KEY (DIVISION\_ID)**

**);**

**INSERT INTO DIVISION VALUES(10, 'East Coast');**

**INSERT INTO DIVISION VALUES(20, 'Quebec');**

**INSERT INTO DIVISION VALUES(30, 'Ontario');**

**CREATE TABLE WAREHOUSE(**

**WAREHOUSE\_ID NUMBER(3) ,**

**CITY VARCHAR(15) NOT NULL UNIQUE,**

**RATING CHAR(1),**

**FOUND\_DATE DATE NOT NULL,**

**DIVISION\_ID NUMBER(3) NOT NULL,**

**CONSTRAINT PK\_WAREHOUSE**

**PRIMARY KEY(WAREHOUSE\_ID),**

**CONSTRAINT FK\_DIVISION**

**FOREIGN KEY(DIVISION\_ID)**

**REFERENCES DIVISION(DIVISION\_ID),**

**CONSTRAINT CK\_RATING**

**CHECK (RATING IN ('A','B','C','D'))**

**);**

**INSERT INTO WAREHOUSE VALUES(1, 'Montreal', 'A', SYSDATE, 10);**

**INSERT INTO WAREHOUSE VALUES(7, 'Fredericton', 'B', SYSDATE, 10);**

**INSERT INTO WAREHOUSE VALUES(10, 'Toronto', 'A', SYSDATE, 30);**

**CREATE TABLE SECTION(**

**WAREHOUSE\_ID NUMBER(3),**

**SECTION\_ID NUMBER(2),**

**DESCRIPTION VARCHAR(50) NOT NULL,**

**CAPACITY NUMBER(8),**

**CONSTRAINT PK\_SECTION**

**PRIMARY KEY (WAREHOUSE\_ID,SECTION\_ID),**

**CONSTRAINT FK\_WAREHOUSE**

**FOREIGN KEY(WAREHOUSE\_ID)**

**REFERENCES WAREHOUSE(WAREHOUSE\_ID)**

**);**

**INSERT INTO SECTION VALUES (1,1 ,'Whse 1 Floor 1', 2000);**

**INSERT INTO SECTION VALUES (1,2 ,'Whse 1 Floor 2', 500);**

**INSERT INTO SECTION VALUES (7,1 ,'Whse 7 Floor 1', 15000);**

**/\*\*\*\*\*\*\*OUTPUT\*\*\*\*\*\*\*\*/**

**Table DIVISION created.**

**1 row inserted.**

**1 row inserted.**

**1 row inserted.**

**Table WAREHOUSE created.**

**1 row inserted.**

**1 row inserted.**

**1 row inserted.**

**Table SECTION created.**

**1 row inserted.**

**1 row inserted.**

**1 row inserted.**

**2** (3 marks) After creating all tables add column MGR\_ID to table SECTION as a FK column, that is related to the PK column EMPLOYEE\_ID in table EMPLOYEE

**ALTER TABLE SECTION**

**ADD MGR\_ID NUMBER(6)**

**CONSTRAINT SECTION\_MGR\_ID\_FK**

**REFERENCES EMPLOYEES(EMPLOYEE\_ID);**

**/\*\*\*\*\*\*\*OUTPUT\*\*\*\*\*\*\*\*/**

**Table SECTION altered.**

3 (3 marks) Modify the CHECK constraint on column RATING in table WAREHOUSE, so that it also may accept a new value F.

**ALTER TABLE WAREHOUSE**

**DROP CONSTRAINT CK\_RATING;**

**ALTER TABLE WAREHOUSE**

**ADD CONSTRAINT CK\_RATING**

**CHECK (RATING IN ('A','B','C','D','F'));**

**/\*\*\*\*\*\*\*OUTPUT\*\*\*\*\*\*\*\*/**

**Table WAREHOUSE altered.**

**Table WAREHOUSE altered.**

4 (3 marks) Create a new **Sequence** called **Whse\_id\_seq** that will generate unique numbers for PK values in table WAREHOUSE, so that the numbers start at 420 with the step of 5 and upper limit is 700 and will have NO values stored in the memory.

**CREATE SEQUENCE WHSE\_ID\_SEQ**

**START WITH 420**

**INCREMENT BY 5**

**MAXVALUE 700**

**NOCACHE**

**NOCYCLE;**

**/\*CYCLE could be use here, in case someone removes a row, the ids will update based on the Sequence Limits\*/**

**/\*\*\*\*\*\*\*OUTPUT\*\*\*\*\*\*\*\*/**

**Sequence WHSE\_ID\_SEQ created.**

5 (3 marks) Add new row to table WAREHOUSE by using this sequence for a city in Atlanta with unknown rating **and division 30.** You will assume today’s date as a foundation date. The date is to be entered automatically, meaning you cannot enter a specific date.

**/\*After Removing NOT NULL from table creation NULL will be declare by default\*/**

**INSERT INTO WAREHOUSE (WAREHOUSE\_ID,CITY,FOUND\_DATE,DIVISION\_ID)**

**VALUES(WHSE\_ID\_SEQ.nextval,'Atlanta',SYSDATE,30);**

**/\*\*\*\*\*\*\*OUTPUT\*\*\*\*\*\*\*\*/**

**1 row inserted.**

6 (5 marks) Create table CITIES **from table LOCATIONS,** but only for location numbers less than 2000 (do NOT create this table from scratch). → You will have 5 to 18 rows

**CREATE TABLE CITIES AS**

**(SELECT \* FROM LOCATIONS**

**WHERE LOCATION\_ID < 2000);**

**/\*\*\*\*\*\*\*OUTPUT\*\*\*\*\*\*\*\*/**

**Table CITIES created.**

7 (2 marks) Issue command to show the structure of the table CITIES

**DESCRIBE CITIES;**

**/\*\*\*\*\*\*\*OUTPUT\*\*\*\*\*\*\*\*/**

**Table CITIES created.**

**Name Null Type**

**-------------- -------- ------------**

**LOCATION\_ID NUMBER(4)**

**STREET\_ADDRESS VARCHAR2(40)**

**POSTAL\_CODE VARCHAR2(12)**

**CITY NOT NULL VARCHAR2(30)**

**STATE\_PROVINCE VARCHAR2(25)**

**COUNTRY\_ID CHAR(2)**

8 (1 mark) Issue the SELECT command on cities and show result here.

**SELECT \* FROM CITIES;**

**/\*\*\*\*\*\*\*OUTPUT\*\*\*\*\*\*\*\*/**

**LOCATION\_ID STREET\_ADDRESS POSTAL\_CODE CITY STATE\_PROVINCE CO**

**----------- -------------------------- ------------ ---------------------- ------------------------- --**

**1000 1297 Via Cola di Rie 00989 Roma IT**

**1100 93091 Calle della Testa 10934 Venice IT**

**1200 2017 Shinjuku-ku 1689 Tokyo Tokyo Prefecture JP**

**1300 9450 Kamiya-cho 6823 Hiroshima JP**

**1400 2014 Jabberwocky Rd 26192 Southlake Texas US**

**1500 2011 Interiors Blvd 99236 South San Francisco California US**

**1600 2007 Zagora St 50090 South Brunswick New Jersey US**

**1700 2004 Charade Rd 98199 Seattle Washington US**

**1800 147 Spadina Ave M5V 2L7 Toronto Ontario CA**

**1900 6092 Boxwood St YSW 9T2 Whitehorse Yukon CA**

**10 rows selected**

9 (5 marks) Create a View called **WhsSec\_Man\_vu** that will display for each Warehouse\_id and Section\_id, the City, Division and manager’s Last\_name.

Alias for Last\_name should be LName and for Division should be Group.

**CREATE VIEW WHSSEC\_MAN\_VU AS(**

**SELECT WAREHOUSE\_ID,**

**SECTION\_ID,**

**CITY,**

**DIVISION\_NAME AS "Group",**

**LAST\_NAME AS "LName"**

**FROM WAREHOUSE JOIN SECTION USING(WAREHOUSE\_ID)**

**JOIN DIVISION USING(DIVISION\_ID)**

**JOIN EMPLOYEES**

**ON MGR\_ID = EMPLOYEE\_ID**

**);**

**/\*\*\*\*\*\*\*OUTPUT\*\*\*\*\*\*\*\*/**

**WAREHOUSE\_ID SECTION\_ID CITY GROUP LName**

**------------- ---------- --------- ------- ---------------**

**No rows selected**

10 (1 mark) What is the SELECT command to issue if in 2 months I want to test if a view was actually was created

**SELECT OBJECT\_NAME, OBJECT\_ID, OBJECT\_TYPE, CREATED**

**FROM USER\_OBJECTS**

**WHERE OBJECT\_TYPE = 'VIEW' AND CREATED > ADD\_MONTHS(SYSDATE, -2);**

**/\*\*\*\*\*\*\*OUTPUT\*\*\*\*\*\*\*\*/**

**OBJECT\_NAME OBJECT\_ID OBJECT\_TYPE CREATED**

**--------------- ----------- ------------------- --------------**

**WHSSEC\_MAN\_VU 22428 VIEW 29-MAR-17**

11 (1 mark) If you want to modify the view what is the first line of the command

**CREATE OR REPLACE VIEW WHSSEC\_MAN\_VU AS (**

12 Issue a SET operator to show the rows that were in LOCATIONS but not in CITIES

**SELECT \* FROM LOCATIONS**

**MINUS**

**SELECT \* FROM CITIES;**

**/\*\*\*\*\*\*\*OUTPUT\*\*\*\*\*\*\*\*/**

**LOCATION\_ID STREET\_ADDRESS POSTAL\_CODE CITY STATE\_PROVINCE CO**

**----------- ---------------------------------------- ------------ ------------------------------ --------------**

**2000 40-5-12 Laogianggen 190518 Beijing CN**

**2100 1298 Vileparle (E) 490231 Bombay Maharashtra IN**

**2200 12-98 Victoria Street 2901 Sydney New South Wales AU**

**2300 198 Clementi North 540198 Singapore SG**

**2400 8204 Arthur St London UK**

**2500 Magdalen Centre, The Oxford Science Park OX9 9ZB Oxford Oxford UK**

**2600 9702 Chester Road 09629850293 Stretford Manchester UK**

**2700 Schwanthalerstr. 7031 80925 Munich Bavaria DE**

**2800 Rua Frei Caneca 1360 01307-002 Sao Paulo Sao Paulo BR**

**2900 20 Rue des Corps-Saints 1730 Geneva Geneve CH**

**3000 Murtenstrasse 921 3095 Bern BE CH**

**3100 Pieter Breughelstraat 837 3029SK Utrecht Utrecht NL**

**3200 Mariano Escobedo 9991 11932 Mexico City Distrito Federal, MX**

**13 rows selected**

Using the following diagram as a hint and not a perfect representation.

Answer 13, 14, 15 and 16

![](data:image/png;base64,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)

13 All the rows in A and all the rows in B with no duplicates is the set operator called

[**UNION**]

14 All the rows in A and all the rows in B with duplicates [**UNION ALL**]

15 The rows in common to BOTH A and B tables [**INTERSECT**]

16 Rows that are in A but not in B would use the word [**MINUS**]